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Book Description

The Java Cookbook isacomprehensive collection of problems, solutions, and practical
examples for anyone programming in Java. Developers will find hundreds of tried-and-
true Java"recipes' covering dl of the mgjor APIsaswdll as some APIsthat aren't aswell
documented in other Java books.

The Java Cookbook, like the bestsdling Perl Cookbook, coversalot of ground, and
offers Java devel opers short, focused pieces of code that can be easily incorporated into
other programs. The idealis to focus on things that are useful, tricky, or both. The book
includes code segments covering many specidized APIs--like media and servlets--and
should serve as a gredt "jumping-off place" for Java developers who want to get sarted in
aress outside of their specidization.

The book provides quick solutions to particular problems that can be incorporated into
other programs, but that aren't usually programsin and of themselves.
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Preface

If you know a little Java™, great. If you know more Java, even better! This book is ideal for
anyone who knows some Java and wants to learn more.

| started programming in C in 1980 while working at the University of Toronto, and C served me
quite well through the 1980s and into the 1990s. In 1995, as the nascent language Oak was
being renamed Java, | had the good fortune to be told about it by my colleague J. Greg Davidson.
| sent an email to the address Greg provided, and got this mail back:

From scndprsn. Eng. Sun. COM j ag Wed Mar 29 19:43:54 1995
Date: Wed, 29 Mar 1995 16:47:51 +0800

From jag@cndprsn. Eng. Sun. COM (Janes Gosl i ng)

To: i an@cooter. Canada. Sun. COM i an@larw nsys.com

Subj ect: Re: WebRunner

Cc: goltz@unne. East. Sun. COM

Content-Length: 361

Status: RO

X-Lines: 9

H. Afriend told ne about WebRunner(?), your extensible network
browser. It and Gak(?) its extention | anguage, sounded neat. Can
you please tell ne if it's available for play yet, and/or if any
papers on it are available for FTP?

V V V V

Check out http://java.sun.com
(oak got renaned to java and webrunner got renanmed to
hotjava to keep the | awers happy)

| downloaded HotJava and began to play with it. At first | wasn't sure about this newfangled
language, which looked like a mangled C/C++. | wrote test and demo programs, sticking them a
few at a time into a directory that | called javasrc to keep it separate from my C source (as often
the programs would have the same name). And as | learned more about Java, | began to see its
advantages for many kinds of work, such as the automatic memory reclaim and the elimination of
pointer calculations. The javasrc directory kept growing. | wrote a Java course for Learning Tree,
and the directory kept growing faster, reaching the point where it needed subdirectories. Even
then, it became increasingly difficult to find things, and it soon became evident that some kind of
documentation was needed.

In a sense, this book is the result of a high-speed collision between my javasrc directory and a
documentation framework established for another newcomer language. In O'Reilly's Perl
Cookbook, Tom Christiansen and Nathan Torkington worked out a very successful design,
presenting the material in small, focused articles called "recipes." The original model for such a
book is, of course, the familiar kitchen cookbook. There is a long history of using the term
"cookbook" to refer to an enumeration of how-to recipes relating to computers. On the software
side, Donald Knuth applied the "cookbook" analogy to his book The Art of Computer
Programming (Addison Wesley), first published in 1968. On the hardware side, Don Lancaster
wrote The TTL Cookbook (Sams). (Transistor-transistor logic, or TTL, was the small-scale
building block of electronic circuits at the time.) Tom and Nathan worked out a successful
variation on this, and | recommend their book for anyone who wishes to, as they put it, "learn
more Perl." Indeed, the work you are now reading intends to be a book for the person who wishes
to "learn more Java."
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The code in each recipe is intended to be self-contained; feel free to borrow bits and pieces of
any of it for use in your own projects.

Who This Book Is For

I'm going to assume that you know the basics of Java. | won't tell you how to pri nt | n a string
and a number at the same time, or how to write a class that extends Appl et and prints your
name in the window. I'll presume you've taken a Java course or studied an introductory book
such as O'Reilly's Learning Java or Java in a Nutshell. However, Chapter 1 covers some
techniques that you might not know very well and that are necessary to understand some of the

later material. Feel free to skip around! Both the printed version of the book and the (eventual)
electronic copy are heavily cross-referenced.

What's in This Book?

Unlike my Perl colleagues Tom and Nathan, | don't have to spend as much time on the oddities
and idioms of the language; Java is refreshingly free of strange quirks. But that doesn't mean it's
trivial to learn well! If it were, there'd be no need for this book. My main approach, then, is to
concentrate on the Java APIs: I'll teach you by example what the APIs are and what they are
good for.

Like Perl, Java is a language that grows on you and with you. And, | confess, | use Java most of
the time nowadays. Things I'd once done in C are now -- except for device drivers and legacy
systems -- done in Java.

But Java is suited to a different range of tasks than Perl. Perl (and other scripting languages such
as awk and Python) are particularly suited to the "one-liner" utility task. As Tom and Nathan
show, Perl excels at things like printing the 42nd line from a file. While it can certainly do these
things, Java, because it is a compiled, object-oriented language, seems more suited to
"development in the large" or enterprise applications development. Indeed, much of the API
material added in Java 2 was aimed at this type of development. However, | will necessarily
illustrate many techniques with shorter examples and even code fragments. Be assured that
every line of code you see here has been compiled and run.

Many of the longer examples in this book are tools that | originally wrote to automate some
mundane task or another. For example, Vk| ndex (described in Chapter 1) reads the top-level
directory of the place where | keep all my Java example source code and builds a browser-
friendly index.html file for that directory. For another example, the body of the book itself was
partly composed in XML, a recent simplification that builds upon a decade of experience in SGML
(the parent standard that led to the tag-based syntax of HTML). It is not clear at this point if XML
will primarily be useful as a publishing format or as a data manipulation format, or if its prevalence
will further blur that distinction, though it seems that the blurring of distinctions is more likely.
However, | used XML here to type in and mark up the original text of some of the chapters of this
book. The text was then converted to FrameMaker input by the Xni For mprogram. This program
also handles -- by use of another program, Get Var k -- full and partial code insertions from the

source directory. Xl For mis discussed in Chapter 21.

Let's go over the organization of this book. | start off Chapter 1 by describing some methods of
compiling your program on different platforms, running them in different environments (browser,
command line, windowed desktop), and debugging. Chapter 2 moves from compiling and

running your program to getting it to adapt to the surrounding countryside -- the other programs
that live in your computer.

12



The next few chapters deal with basic APIs. Chapter 3 concentrates on one of the most basic
but powerful data types in Java, showing you how to assemble, dissect, compare, and rearrange
what you might otherwise think of as ordinary text.

Chapter 4 teaches you how to use the powerful regular expressions technology from Unix in
many string-matching and pattern-matching problem domains. This is the first chapter that covers
a non-standard API -- there is not yet a regular expression API in standard Java -- so | talk about
several regular expression packages.

Chapter 5 deals both with built-in types such as i nt and doubl e, as well as the corresponding
API classes (I nt eger, Doubl e, etc.) and the conversion and testing facilities they offer. There is
also brief mention of the "big number" classes. Since Java programmers often need to deal in
dates and times, both locally and internationally, Chapter 6 covers this important topic.

The next two chapters cover data processing. As in most languages, arrays in Java are linear,
indexed collections of similar-kind objects, as discussed in Chapter 7. This chapter goes on to
deal with the many "Collections” classes: powerful ways of storing quantities of objects in the
java. uti| package. Additional data structuring and programming tips appear in Chapter 8.

The next few chapters deal with aspects of traditional input and output. Chapter 9 details the
rules for reading and writing files. (Don't skip this if you think files are boring, as you'll need some
of this information in later chapters: you'll read and write on serial or parallel ports in Chapter 11
and on a socket-based network connection in Chapter 15!) Chapter 10 shows you everything
else about files -- such as finding their size and last-modified time -- and about reading and
modifying directories, creating temporary files, and renaming files on disk. Chapter 11 shows
how you can use the | avax. conmAPI to read/write on serial and parallel ports without resorting
to coding in C.

Chapter 12 leads us into the GUI development side of things. This chapter is a mix of the lower-
level details, such as drawing graphics and setting fonts and colors, and very high-level activities,
such as controlling a playing video clip or movie. Then, in Chapter 13 | cover the higher-level
aspects of a GUI, such as buttons, labels, menus, and the like -- the GUI's predefined
components. Once you have a GUI (really, before you actually write it), you'll want to read

Chapter 14 so your programs can work as well in Akbar, Afghanistan, Algiers, Amsterdam, or
Angleterre as they do in Alberta or Arkansas or Alabama . . .

Since Java was originally promulgated as "the programming language for the Internet," it's only
fair that we spend some of our time on networking in Java. Chapter 15, covers the basics of
network programming from the client side, focusing on sockets. We'll then move to the server
side in Chapter 16. In Chapter 17, you'll learn more client-side techniques. Some specialized
server-side techniques for the Web are covered in Chapter 18. Finally, programs on the Net
often need to generate electronic mail, so this section ends with Chapter 19.

Chapter 20 covers the Java Database Connectivity package (JDBC), showing how you can
connect to local or remote relational databases, store and retrieve data, and find out information
about query results or about the database.

Another form of storing and exchanging data is XML. Chapter 21 discusses XML's formats and
some operations you can apply using SAX and DOM, two standard Java APIs.

Chapter 22 takes the distributed notion one step further and discusses Remote Methods
Invocation, Java's standard remote procedure call mechanism. RMI lets you build clients, servers,
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and even "callback" scenarios, using a standard Java mechanism -- the Interface -- to describe
the contract between client and server.

Chapter 23 shows how to create packages of classes that work together. This chapter also talks
about "deploying" or distributing and installing your software.

Chapter 24 tells you how to write classes that appear to do more than one thing at a time and let
you take advantage of powerful multiprocessor hardware.

Chapter 25 lets you in on such big secrets as how to write API cross reference documents
mechanically and how web browsers are able to load any old applet -- never having seen that
particular class before -- and run it.

Sometimes you already have code written and working in another language that can do part of
your work for you, or you want to use Java as part of a larger package. Chapter 26 shows you

how to run an external program (compiled or script) and also interact directly with "native code" in
C/C++.

There isn't room in an 800-page book for everything I'd like to tell you about Java. The Chapter
27 presents some closing thoughts and a link to my online summary of Java APIs that every Java
developer should know about.

No two programmers or writers will agree on the best order for presenting all the Java topics. To
help you find your way around, there are extensive cross-references, mostly by recipe number.

Platform Notes

In its short history, Java has gone through four major versions. The first official release is known
as Java JDK 1.0, and its last bug-fixed version is 1.0.2. The second major release is Java JDK
1.1, and the latest bug-fixed version is 1.1.9, though it may be up from that by the time you read
this book. The third major release, in December 1998, was to be known as Java JDK 1.2, but the
Sun marketing gremlins abruptly renamed JDK 1.2 at the time of its release to Java 2, and the
implementation is known as Java SDK 1.2. The current version as of this writing is Java 2 SDK
1.3 (JDK 1.3), which was released in 2000. Around the same time, two other packages, one low-
end and one high-end, were announced. At the low end, Java Micro Edition (JME) is designed for
tiny devices, such as Palm computers, telephones, and the like. At the high end, the Java 2
Enterprise Edition (J2EE) extends Java 2 by adding additional features for enterprise or large-
scale distributed commercial applications. One of the key features of the Enterprise Edition is
Enterprise JavaBeans™ (EJB). EJB has little in common with client-side JavaBeans except the
name. Many Java pundits (including myself) believe that EJB will become a significant player in
the development of large commercial applications, perhaps the most significant development of
this era.

As we go to press, Java 2 Version 1.4 is about to appear. It entered beta (which Sun calls "early
access") around the time of the book's completion, so | can only mention it briefly. You should

cast your sights on http://java.sun.comto see what's new in 1.4 and how it affects the
programs in the book.

This book is aimed at the Java 2 platform. By the time of publication, | expect that all Java
implementations will be fairly close to conforming to the Java 2 specification. | have used four
platforms to test this code for portability. The official "reference platform" is Sun's Java 2 Solaris
Reference Implementation, which | used on a Sun SPARCStation running Solaris. To give a
second Unix flavor, I've tested with Kaffe™® and with Sun's Linux JDK running under the
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OpenBSD Unix-like system. For the mass market, I've used Sun's Java 2 Win32 (Windows
95/98/NT) implementation. And, "for the rest of us," I've run some of the programs on Apple's
MacOS Runtime for Java (MRJ) running under MacOS 8 on a Power Macintosh and a few on
MacOS X (which Apple wants you to pronounce "Oh Ess Ten," despite the way they've been
writing it for the last three years). However, since Java is portable, | anticipate that the examples
will work on MacOS X except where extra APIs are required. Not every example has been tested
on every platform, but all have been tested on at least one, and most on more than one.

[ Kaffe, the Swedish word for coffee, is an open source (GNU Public License) Java implementation that
runs on just about any Unix or Unix-like system, and has been ported to other platforms such as Win32.

The Java API consists of two parts, core APIs and non-core APIs. The core is, by definition,
what's included in the JDK that you download for free from http://java.sun.com. Non-core is
everything else. But even this "core" is far from tiny: it weighs in at around 50 packages and well
over a thousand public classes, each with up to 30 or more public methods. Programs that stick
to this core API are reasonably assured of portability to any Java 2 platform.

The non-core APIs are further divided into standard extensions and non-standard extensions. All
standard extensions have package names beginning with | avax. ,%2 and reference
implementations are available from Sun. A Java licensee (like, say, Apple or Microsoft) is not
required to implement every standard extension, but if they do, the interface of the standard
extension should be adhered to. This book will call your attention to any code that depends on a
standard extension. There is little code that depends on non-standard extensions other than code
listed in the book itself (the major exception is the Regular Expressions AP| used in Chapter 4).
My own package, com darwi nsys. uti |, contains some utility classes used here and there;
you will see an import for this at the top of any file that uses classes from it.

21 Note that not all packages named | avax. are extensions: | avax. swi ng and its sub-packages -- the
Swing GUI packages -- used to be extensions, but are now core.

Other Books

There is a lot of useful information packed into this book. However, due to the breadth of topics, it
is not possible to give book-length treatment to any one topic. Because of this, the book also

contains references to many web sites and other books. This is in keeping with my target
audience: the person who wants to learn more about Java.

O'Reilly & Associates publishes one of the largest -- and, | think, the best -- selection of Java
books on the market. As the API continues to expand, so does the coverage. You can find the
latest versions and ordering information on O'Reilly's Java books in the back pages of this book
or online at http://java.oreilly.com, and you can buy them at most bookstores, both physical
and virtual. You can also read them online through a paid subscription service; see

http://safari.oreilly.com. While many are mentioned at appropriate spots in the book, a few
deserve special mention here.

First and foremost, David Flanagan's Java in a Nutshell offers a brief overview of the language
and API, and a detailed reference to the most essential packages. This is handy to keep beside
your computer.

Learning Java, by Patrick Niemeyer and Joshua Peck, contains a slightly more leisurely
introduction to the language and the APIs.

A definitive (and monumental) description of programming the Swing GUI is Java Swing, by
Robert Eckstein, Marc Loy, and Dave Wood.
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Java Servlets, by Jason Hunter, and JavaServer Pages, by Hans Bergsten, are both ideal for the
server-side web developer.

Java Virtual Machine, by Jon Meyer and Troy Downing, will intrigue the person who wants to
know more about what's under the hood.

Java Network Programming and Java /O, by Elliotte Rusty Harold, and Database Programming
with JDBC and Java, by George Reese, are also useful references.

There are many more; see the O'Reilly web site for an up-to-date list.
Other Java Books

Never consider releasing a GUI application unless you have read Sun's official Java Look and
Feel Design Guidelines (Addison Wesley). This work presents the views of a large group of
human factors and user-interface experts at Sun who have worked with the Swing GUI package
since its inception; they tell you how to make it work well.

Finally, while authors at other publishing houses might be afraid to mention a book that their
publisher might think of as competition to their own, | have found Patrick Chan's Java Developer's
Almanac (Addison Wesley) a useful addition to my library and a natural complement to my book.
While my book features much more detail and discussion than his short "examplets," the main

part of Patrick's book is a large alphabetical (by class, not by package) reference to the core API.

As the core part of his book was produced mechanically using Reflection, the book has a
relatively low cover price. By the way, | show you how to generate books like Patrick's (see
Section 25.8), but he doesn't show you how to write a book like mine.

General Programming Books

Donald E. Knuth's The Art of Computer Programming has been a source of inspiration to
students of computing since its first publication by Addison Wesley in 1968. Volume 1 covers
Fundamental Algorithms, Volume 2 is Seminumerical Algorithms, and Volume 3 is Sorting and
Searching. The remaining four volumes in the projected series were never completed. Although
his examples are far from Java (he invented a hypothetical assembly language for his examples),
many of his discussions of algorithms -- of how computers ought to be used to solve real
problems -- are as relevant today as 30 years ago.&

Bl with apologies for algorithm decisions that are less relevant today given the massive changes in
computing power now available.

The Elements of Programming Style, by Kernighan and Plauger, set the style (literally) for a
generation of programmers with examples from various structured programming languages. Brian
Kernighan also wrote (with P. J. Plauger) a pair of books, Software Tools and Software Tools in
Pascal, which demonstrated so much good advice on programming that | used to advise alll
programmers to read them. However, these three books are somewhat dated now; many times |
wanted to write a follow-on book in a more modern language, but instead defer to The Practice of
Programming, Brian's follow-on (co-written by Rob Pike) to the Software Tools series. This book
continues the Bell Labs (now part of Lucent) tradition of excellence in software textbooks. | have
even adapted one bit of code from their book, in Section 3.14.

Design Books

16



Peter Coad's Java Design (PTR-PH/Yourdon Press) discusses the issues of object-oriented
analysis and design specifically for Java. Coad is somewhat critical of Java's implementation of
the observable-observer paradigm and offers his own replacement for it.

One of the most famous books on object-oriented design in recent years is Design Patterns, by
Gamma, Helm, Johnson, and Vlissides (Addison Wesley). These authors are often collectively
called "the gang of four," resulting in their book sometimes being referred to as "the GOF book."

One of my colleagues called it "the best book on object-oriented design ever," and | think he's
probably not far off the mark.

Another group of important books on object-oriented design is the UML series by "the Three
Amigos" (Booch, Jacobson, and Rumbaugh). Their major works are the UML User Guide, UML

Process, and others. A smaller and more approachable book in the same series is Martin
Fowler's UML Distilled.

Conventions Used in This Book

This book uses the following conventions.

Programming Conventions

| use the following terminology in this book. A program means either an applet, a servlet, or an
application. An applet is for use in a browser. A servlet is similar to an applet but for use in a
server. An application is any other type of program. A desktop application (a.k.a. client) interacts
with the user. A server program deals with a client indirectly, usually via a network connection.

The examples shown are in two varieties. Those that begin with zero or more import statements,
a Javadoc comment, and a public class statement are complete examples. Those that begin with
a declaration or executable statement, of course, are excerpts. However, the full versions of
these excerpts have been compiled and run, and the online source includes the full versions.

Recipes are numbered by chapter and number, so, for example, Recipe 7.5 refers to the fifth
recipe in Chapter 7.

Typesetting Conventions
The following typographic conventions are used in this book:
Italic

is used for commands, filenames, and sample URLSs. It is also used to define new terms
when they first appear in the text.

Constant width

is used in code examples to show partial or complete Java source code program listings.
It is also used for class names, method names, variable names, and other fragments of
Java code.

Many programs are accompanied by an example showing them in action, run from the command
line. These will usually show a prompt ending in either $ for Unix or > for Microsoft, depending on
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which computer | was using that day. Text before this prompt character can be ignored; it will be
a pathname or a hostname, again depending on the system.

As mentioned earlier, I've tested all the code on at least one of the reference platforms, and most
on several. Still, there may be platform dependencies, or even bugs, in my code or in some

important Java implementation. Please report any errors you find, as well as your suggestions for
future editions, by writing to:

O'Reilly & Associates, Inc.

101 Morris Street

Sebastopol, CA 95472

(800) 998-9938 (in the United States or Canada)
(707) 829-0515 (international or local)

(707) 829-0104 (fax)

To ask technical questions or comment on the book, send email to:

bookqguestions@oreilly.com

There is an O'Reilly web site for the book, listing errata, examples, or any additional information.
You can access this page at:

http://www.oreilly.com/catalog/javacook/

| also have a personal web site for the book:

http://javacook.darwinsys.com

Both sites will list errata and plans for future editions. You'll also find the source code for all the
Java code examples to download; please don't waste your time typing them in again! For specific
instructions, see the next section.

Getting the Source Code

From my web site http://javacook.darwinsys.com, just follow the Download link and you will
be presented with three choices:

1. Download the entire source archive as a single large zip file

2. Download individual source files, indexed alphabetically as well as by chapter

3. Download the binary JAR file for the com darwi nsys. uti| package needed to compile
many of the other programs

Most people will choose either #1 or #2, but anyone who wants to compile my code will need #3.
See Section 1.5 for information on using these files.

Downloading the entire source archive (#1) gives a large zip file that contains all the files from the
book (and more). This archive can be unpacked with jar (see Section 23.4), the free zip
program from Info-ZIP, the commercial WinZip or PKZIP, or any compatible tool. The files are
organized into subdirectories by topic; there is one for strings (Chapter 3), regular expressions

(Chapter 4), numbers (Chapter 5) and so on. The archive also contains the index by name and
index by chapter files from the download site, so you can easily find the files you need.
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Downloading individual files is easy too: simply follow the links either by the file/subdirectory
name or by chapter. Once you see the file you want in your browser, use File->Save or the
equivalent, or just copy and paste it from the browser into an editor or IDE.

The files will be updated periodically, so if there are differences between what's printed in the
book and what you get, be glad, for you'll have received the benefit of hindsight.
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Chapter 1. Getting Started: Compiling, Running,
and Debugging

1.1 Introduction

1.2 Compiling and Running Java: JDK

1.3 Editing and Compiling with a Color-Highlighting Editor

1.4 Compiling, Running, and Testing with an 1DE

1.5 Using Classes from This Book

1.6 Automating Compilation with jr

1.7 Automating Compilation with make

1.8 Automating Compilation with Ant
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This chapter covers some entry-level tasks that you simply need to know how to do before you
can go on -- it is said you must crawl before you can walk, and walk before you can ride a bicycle.
Before you can try out anything else in the book, you need to be able to compile and run your
Java, so | start there, showing several ways: the JDK way, the Mac way, and the Integrated
Development Environment (IDE) way. Then I'll discuss a few details about applets, in case you

are working on them. Deprecation warnings come next, as you're likely to meet them in
maintaining "old" Java code.

[ There is humor in the phrase "old Java code," which should be apparent when you realize that Java has
been in circulation for under five years at the time of this book's first printing.

If you're already happy with your IDE, you may wish to skip some or all of this material. It's here
to ensure that everybody can compile and debug their programs before we move on.

1.2 Compiling and Running Java: JDK

1.2.1 Problem

You need to compile and run your Java program.
1.2.2 Solution

This is one of the few areas where your computer's operating system impinges into Java's
portability, so let's get it out of the way first.

1.2.2.1 JDK

Using the command-line Java Development Kit (JDK) may be the best way to keep up with the
very latest improvements from Sun/JavaSoft. This is not the fastest compiler available by any
means; the compiler is written in Java and interpreted at compile time, making it a sensible
bootstrapping solution, but not necessarily optimal for speed of development. Nonetheless, using
Sun's JDK (or Java SDK), the commands are javac to compile and java to run your program. For
example:

C.\javasrc>javac Hel |l oWrl d.java

C.\javasrc>java Hel |l oWorl d
Hel | o, Worl d

C.\javasrc>

As you can see from the compiler's (lack of) output, this compiler works on the Unix "no news is
good news" philosophy: if a program was able to do what you asked it to, it shouldn't bother
nattering at you to say that it did so. Many people use this compiler or one of its clones. The javac
and java commands are available with the JDK on both Windows and Unix, and under MacOS X

if you have installed the bundled Developer Tools package.

There is an optional setting called CLASSPATH, discussed in Section 2.6, that controls where
Java looks for classes. CLASSPATH, if set, is used by both javac and java. In older versions of
Java you had to set your CLASSPATH to include "." even to run a simple program from the
current directory; this is no longer true on Sun's current Java implementations. It may be true on
some of the clones.
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1.2.2.2 Command-line alternatives

Sun's javac compiler is the official reference implementation. But it is itself written in Java, and
hence must be interpreted at runtime. Recognizing the slowness of compilation as a significant
hindrance to developers, Sun's Java folk went back and rewrote the compiler from scratch,
discarding some old baggage and using new language features. This new compiler (still named
javac) was unveiled for early access in May 1999 and released later that year. It is about twice as
fast as the original Java compiler -- a big improvement -- but still slower than some other
compilers. Symantec's Java compiler and Microsoft's J++ (a Java-like language) are written in
C/C++, so they are quite a bit faster than an interpreted Java compiler.

In order to speed up my compilations, | have used Jikes, a freeware compiler written in C++.
Jikes is fast, free, and available both for MS-Windows and for Unix. It's also easy to install. For
MS-Windows (Win32), Linux, and other Unix systems, you can find binaries of the current version
on IBM's Jikes web site. If you are using OpenBSD, NetBSD, or FreeBSD, you should only need
to run:

cd /usr/ports/lang/jikes; sudo nmake install

or just download the package file and use pkg add to get it installed. Visit

http://oss.software.ibm.com/developerworks/opensource/jikes/ for Jikes information
and downloads.

A key benefit of Jikes is that it gives much better error messages than the JDK compilers do. It
will alert you to slightly misspelled names, for example. Its messages are often a bit verbose, but
you can use the +E option to make it print them in a shorter format. Jikes has many other
command-line options, many that are the same as the JDK compiler's, but some that go beyond
them. See Jikes's online documentation for details.

An older C++-based Java compiler, Guavac, is not considered finished. Indeed, its author has
stopped maintaining it. Nonetheless, | was able to use Guavac 1.2 to compile many of the
examples in this book (note that the Guavac version number of 1.2 is unrelated to the Sun JDK
version number 1.2). See ftp://sunsite.org.uk/packages/quavac/for information on Guavac.

Another alternative technology is Kaffe, a product that Transvirtual
(http://www.transvirtual.com) licenses but also makes available in open source form under
the standard GNU Public License. Kaffe aims to be a complete JDK replacement, though it has
moved rather slowly past the JDK 1.1 level and is, as of this writing, still not quite a complete
Java 2 clone. Again, on OpenBSD there is a port, and on Linux there are RPMs available. Visit
Transvirtual's web site for the latest information on Kaffe.

One last freeware package is Japhar, a Java runtime clone, available from
http://www.japhar.org.

1.2.2.3 MacOS

The JDK is purely command-line-based. At the other end of the spectrum in terms of keyboard-
versus-visual, we have the Apple Macintosh. Whole books have been written about how great the
Mac is, and | won't step into that debate. | will, however, comment on how lamentable it is that
Apple let its Java implementation lag behind current standards. Users of MacOS 8 and 8.5 have
put up with Java 1.8 for several years. MacOS X (Release 10 of MacOS) is a new technology
base built upon a BSD Unix base. As such, it has a regular command line as well as all the
traditional Mac tools. And it features a full Java 2 implementation, including Swing.

23



For MacOS 8, if you've followed Apple's directions for installing the MacOS Runtime for Java
(MRJ), you can compile by dragging a file to, or double-clicking on, the "javac" icon (I've made

aliases for this icon and friends on my desktop). Once the dialog shown in Figure 1-1 appears,
you can click on "Do Javac" (or just press Enter on the keyboard), first changing any options if
you want.

Figure 1-1. MacOS 8 Javac window
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You will then see the Java console window stating that it ran javac (as shown in Figure 1-2).
This javac is a Mac port of the JDK version, so it also runs on "no news is good news." As this is
a Mac, you'll see the resulting class file appear in your destination folder as soon as it's been
created (which happens only if there are no compilation errors).

Figure 1-2. MacOS 8 compilation completed (MRJ)
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You now have a class file, and you want to run it. That's where the JBindery program comes in.
JBindery can do two things: run a Java class file directly or make it into a "clickable™ runnable
program. We'll start it by dragging the class file onto the Jbindery icon; the program starts as

shown in Figure 1-3.

Figure 1-3. MacOS 8 JBindery window
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As we are running a simple command-line program rather than a windowed application, after we
click on "Run," the JBindery screen is replaced by a Java Console showing the command output,
asin Figure 1-4.



Figure 1-4. MacOS 8 Java Console showing program output
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Macintosh users who can run MacOS X have more choice. Since MacOS X is a hybrid of Unix
and MacOS X, they can use the command-line JDK tools directly and then build the application
using the "Build Application"” tool. Figure 1-5 shows this running with the Application Look and
Feel Switcher from Section 13.13. This builds a folder or directory containing all the pieces

needed to make a clickable application. Or, they can use a full IDE, as discussed in Section 1.4.

Figure 1-5. MacOS X application builder
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1.3 Editing and Compiling with a Color-Highlighting Editor
1.3.1 Problem
You are tired of command-line tools but not ready for an IDE.

1.3.2 Solution
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Use a color-highlighting editor.

1.3.3 Discussion

It's less than an IDE (see the next recipe), but more than a command line. What is it? It's an
editor with Java support. Tools such as TextPad (http://www.textpad.com), Visual Slick Edit,
and others are low-cost windowed editors (primarily for MS-Windows) that have some amount of
Java recognition built in, and the ability to compile from within the editor. TextPad has quite a
number of file types that it recognizes, including batch files and shell scripts, C, C++, Java, JSP
(see Section 18.7), JavaScript (a client-side web technology), and many others. For each of
these, it uses color highlighting to show which part of the file being edited comprises keywords,
comments, quoted strings, and so on. This is very useful in spotting when part of your code has
been swallowed up by an unterminated / * comment or a missing quote. While this isn't the same
as the deep understanding of Java that a full IDE might possess, experience has shown that it
definitely aids programmer productivity. TextPad also has a "compile Java" command and a "run
external program" command. Both of these have the advantage of capturing the entire command
output into a window, which may be easier to scroll than a command-line window on some
platforms. On the other hand, you don't see the command results until the program terminates,
which can be most uncomfortable if your GUI application throws an exception before it puts up its
main window. Despite this minor drawback, TextPad is a very useful tool. Other editors that
include color highlighting include vim (an enhanced version of the Unix tool vi, available for MS-
Windows and Unix platforms; see http://www.vim.org), the ever-popular Emacs editor, and
many others.

1.4 Compiling, Running, and Testing with an IDE

1.4.1 Problem

Several tools are too many.

1.4.2 Solution

Use an integrated development environment.
1.4.3 Discussion

Many programmers find that using a handful of separate tools -- a text editor, a compiler, and a
runner program, not to mention a debugger (see Section 1.13) -- is too many. An integrated
development environment (IDEX2 ) integrates all of these into a single toolset with a (hopefully
consistent) graphical user interface. There are many IDEs to choose from, ranging from text
editors that allow you to compile and run a Java program, all the way up to fully integrated tools
with their own compilers and virtual machines. Class browsers and other features of IDEs round
out the purported ease-of-use feature-sets of these tools. It has been argued many times whether
an IDE really makes you more productive or if you just have more fun doing the same thing.
However, even the JDK maintainers at Sun admit (perhaps for the benefit of their advertisers)
that an IDE is often more productive, although it hides many implementation details and tends to
generate code that locks you into a particular IDE. Sun's Java Jumpstart CD (part of Developer
Essentials) said, at one time:

211t takes too long to say, or type, Integrated Development Environment, so I'll use the term IDE from here
on. | know you're good at remembering acronyms, especially TLAs.
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The JDK software comes with a minimal set of tools. Serious developers are
advised to use a professional Integrated Development Environment with JDK 1.2
software. Click on one of the images below to visit external sites and learn more.

This is followed by some (presumably paid) advertising links to Inprise/Borland JBuilder,
WebGain Visual Cafe, and Sybase PowerJ development suites.

| don't plan to debate the IDE versus the command-line process; I'm just going to show a few
examples of using a couple of the Java-based IDEs. One that runs on both MS-Windows and
Unix platforms is Forte, which is a free download from Sun. Originally created by NetBeans.com,
this IDE was so good that Sun bought the company, and now distributes the IDE for free. Forte is
also open sourced. You can download the compiled version from
http://www.sun.com/forte/ffj/ and the open source version from
http://www.netbeans.org.

Forte comes with a variety of templates. In Figure 1-6, | almost selected the MDI (multiple-
document interface) template, but instead opted for the Swing JFr ane template.

Figure 1-6. Forte: "New From Template" dialog
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Then in Figure 1-7, Forte lets me specify a class name and package name for the new program
| am building.

Figure 1-7. Forte: name that class
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In Figure 1-8, | am building the GUI using Forte's GUI builder. Select a visual component in the
upper right, and click on the form where you want it. While there are several things about Forte
that most people (including myself) find quirky, | do like the fact that it defaults to using a

Bor der Layout ; some other IDEs default to using no layout at all, and the resulting GUIs do not
resize gracefully.

Figure 1-8. Forte: GUI building
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| also like the way Forte handles GUI action handlers (see Section 13.5). You simply double-
click on the GUI control you want to handle actions for, and Forte creates an action handler for it
and puts you into the editor to type the code for the action handler. In this case | made a
deliberate typing error to show the effects; when | click the Build Project menu item, the offending
line of code is highlighted in bright red, both in the source code and in the error listing from the

compiler (see Figure 1-9).

Figure 1-9. Forte: compilation error highlighted

29



T Faete o3 awa Comimtrsdy Ediion . 10 (Buskd furdh
Fin Erd vVew Pomd Bed [Debug Tools Virdow  Help

'!.'.:llﬂ

l_El

.“.’BE?J#

nca:la;ﬂ

=L Nm-m.ul‘mm'uix i
= BorderL | Eg
=1 Buttonit | Bution) il )

LT} EAit ke Ay

ol Tyotem-omit [();

R Compies

conas iy

Syscen.exit|0)
x

Fypken.ex1t{0] ;

Wi ARE AP O I

wetContentFane |).add (JBattond, Jmut

private wiid JBeltaniletiosPer formed [ §aes. AL e
Symten.oxat (iH} s

Pl T e e e ﬂmam-e!

¥ For CeFramelepn, Jave L5110 1] - Dndefine

o, daculoyd Sgad /Far CeFoaaebemo. javn [51:1) Tnualid

&
bt
"l

A Ir.j Hes | gra [Be. So | BED sum

Some people don't like the user interface of Forte. There are many popular IDEs for Java,
especially on the MS-Windows platform, and almost everybody who uses one has a favorite,
such as Borland JBuilder, WebGain Visual Cafe, or IBM Visual Age for Java. Most of them have a
free version and a Pro version. For up-to-date comparisons, you may want to consult the glossy
magazines, since IDEs are updated relatively often.

On MacOS X, the bundled Developer Tools includes a reasonably good IDE, shown in Figure 1-
10. MetroWerks CodeWarrior and other IDEs are also available for MacOS X.

Figure 1-10. MacOS X Developer Tools IDE: main windows
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Figure 1-11 shows the MacOS X bundled IDE running a trivial application built using its default
frame-based template.

Figure 1-11. MacOS X Developer Tools IDE: application built and running

e |lo World!

What about the speed of IDEs? One way to categorize an IDE is by whether it was written to be
as portable as Java or to run well on only one platform. Forte, JBuilder, and others are written in
Java and can, in theory, be run on any platform that has Java 2 support. Visual Cafe, IBM Visual
Age for Java, MetroWerks CodeWarrior, and others are built out of existing frameworks and
provided as compiled binaries; these have major components that depend on one or another
platform and cannot be "run anywhere." The native code IDEs tend to be a bit faster, although the

difference is diminishing as Java runtimes get better and as computers get faster. When was the
last time you bought a new computer system with a Pentium 133 processor?

1.5 Using Classes from This Book

1.5.1 Problem

You want to try out my examples and/or use my utility classes.
1.5.2 Solution

Download the latest zip file of the booksource files and unzip it. Install the class JAR file in your
CLASSPATH. Or download just the files you need.

1.5.3 Discussion

You can download the latest version of the source code for all the examples in the book from the
book web site, http://javacook.darwinsys.com. You will get two files. First is the source code,
in a file called javacooksrc.jar, which you should unzip someplace convenient or wherever you

like to keep source code. Second is a file called com-darwinsys-util.jar, which you need to set in
your CLASSPATH (see Section 2.6) or JDKHOME/jre/lib/ext directory. The files are roughly
organized in per-chapter directories, but there is a lot of overlap and cross-referencing. Because

of this, | have prepared a cross-reference file named index-bychapter.html. There is also a
mechanically generated file called index-byname.html, which you can use if you know the name

31



of the file you want (and remember that Java source files almost always have the same name as
the public class they contain). The canonical index file, index.html, links to both these files.

Once you've set your CLASSPATH, you can compile. In most directories you can simply say
javac *.java or jikes *.java. Of course, not everybody likes typing those commands, so there is a
makefile for the make utility. make is standard on Unix and readily available for MS-Windows
from, for example, the GNUwin32 project (see http://sourceforge.net/projects/gnuwin32/).
There is also a top-level makefile that visits the subdirectories and runs make in each of them.

These makefiles have been tested with gmake (GNU make 3.79.1), BSD make (OpenBSD 2.8),
and they should work with almost any reasonably modern make program or equivalent.

There may also be times when you don't want to download the entire archive -- if you just need a

bit of code in a hurry -- so you can access those index files and the resulting directory, for
"anyplace, anytime access" on the same web site.

1.6 Automating Compilation with jr

1.6.1 Problem

You get tired of typing javac and java commands.
1.6.2 Solution

Use my jr script.

1.6.3 Discussion

Although it may be tedious, there is some logic behind the fact that the compilation command
(javac, jikes, etc.) requires you to include the filename extension, and the running command
(java) requires you to omit the filename extension -- you can't type java HelloWorld.class and
have it run the Hel | o\\or | d program from the current directory. The compiler is actually reading
a source file, while the java command is running a class, a class that might be located someplace
in your CLASSPATH (see Section 2.6). It is common for JDK users to use a batch script or

command file to automate this. Mine is called jr, for Java compile and Run. The Unix version is jr,
a shell script:

javac $1.java && java $*

The $* gets expanded to include $1 and any other arguments. The MS-Windows version is jr.bat

javac 9%.j ava

if errorlevel 1 goto norun

java % W 9B % Y Y6

:norun

For people using MS-Windows who have no experience using batch files for compilation, fear not.

You could just copy this jr.bat file into the JDKHOME/bin directory. But the problem then is that
when you deinstall that JDK version and install a new one, you'd lose jr. What | usually do on MS-
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Windows is this: just create a directory that won't conflict with anything else, such as C:\bin ("bin"
being an old name for binary programs; by tradition all of one's own programs go there). Just add
this to your PATH setting, either in your autoexec.bat file or in your Control Panel settings. Copy
jr.bat into this directory, and you're done! From then on you can just give commands such as jr
HelloWorld. The script will run javac HelloWorld.java for you and, if there are no errors, it will run
java HelloWorld.

Feel free to improve upon this and to call it whatever you like.

1.7 Automating Compilation with make

1.7.1 Problem

You get tired of typing javac and java commands.

1.7.2 Solution

Use the make utility to direct your compilations.

1.7.3 Discussion

The Unix operating system has long had to deal with automating large or repetitive compilations.
The most enduring tool for this purpose is make, invented by Stu Feldman at Bell Laboratories in
the mid-1970s and still widely used. There have been literally dozens of make -like programs over
the years. The X Window System has imake, which is really a front-end to make. Linux and GNU
enthusiasts have gmake, and BSD systems feature BSD make; one or another will be installed
under the name make. The cygwin32 project features its own make, a version of gmake. make
consults a file called Makefile (or makefile) in the current directory to figure out what you want
done and how to do it. A makefile to build one Java program could be as simple as this:

al | :
javac Hell owsrl d.java

Makefiles can be much more involved. One common feature is to parameterize a makefile so that
if you need to port the code to a new platform or you distribute your source code to others to port,
all the necessary makefile changes are in one place. For example, to use make variables to let
the user compile with either javac or Jikes, and to add a rule to remove the *.class files after a
round of debugging, the makefile might grow somewhat, as shown here. Note that lines beginning
with the pound sign (#) are comments for the reader and are ignored by make:

# Makefile for Acne FlutterBox program

# Uncomrent one of these conpiler definitions:
#JAVAC= j avac

JAVAC= jikes +E

conpi l e:
$(JAVAC) *.java

cl ean:
@m-f *.class

33



All modern Unix systems and most MS-Windows IDEs ship with some version of make. Java
became popular after the current fragmentation of Unix into multiple systems maintained by
different groups, so many current make programs do not come preconfigured with “"convenience"
rules for Java,; they all come with rules for C and other older languages. Thus you may want to
provide a "default" rule for compiling from FILE.java into FILE.class. The way you do this will vary
from one version of make to another, so please see your system's documentation. For one such
rule, see the file jmake.rules in the source distribution. For some slightly more involved, but still
relatively simple, examples of using make, consult the files named Makefile in the source
distribution. =

Bl The one bit of make syntax that isn't explained is VARIABLE?=VALUE, which sets VARIABLE to VALUE
only if it is not set. This is often used in make to pass a variable down and allow it to have a default value in
the sub-makefile, but be overridden from the "main" makefile.

1.7.4 See Also

The sidebar Make Versus Ant.

Also, you may want to refer to the book Using Make and Imake (O'Reilly).
1.8 Automating Compilation with Ant

1.8.1 Problem

You get tired of typing javac and java commands.

1.8.2 Solution

Use the Ant program to direct your compilations.
1.8.3 Discussion

The intricacies of makefiles and their importabilities have led to the development of a pure-Java
solution for automating the build process. Ant is free software; it is available in source form or
ready-to-run from the Apache Foundation's Jakarta project web site, at
http://jakarta.apache.org/ant/. Like make, Ant uses a file or files -- written in XML -- listing
what to do and, if necessary, how to do it. These rules are intended to be platform-independent,
though you can of course write platform-specific recipes if necessary.

To use Ant you must create a 15-30 line file specifying various options. This file should be called
build.xml; if you call it anything else, you'll have to give a special command-line arguments every
time you run Ant. Example 1-1 shows the build script used to build the files in the starting
directory. See Section 21.1 for discussion of the XML syntax. For now, note that the <k - tag
begins an XML comment, which extends to the - -> tag.

Example 1-1. Ant example file (build.xml)

<proj ect nane="Java Cookbook Exanpl es" defaul t="conpile" basedir=".">
<l-- set global properties for this build -->
<property nanme="src" val ue="."/>

<property name="build" val ue="build"/>



<l-- Specify the conpiler to use
Using jikes is supported but requires rt.jar in classpath. -->
<property name="build. conpiler" val ue="nodern"/>

<target name="init">

<l-- Create the tine stanp -->
<t stanp/>
<l-- Create the build directory structure used by conmpile -->
<nkdir dir="${build}"/>
</target>

<l-- specify what to conpile. This builds everything -->
<target nanme="conpile" depends="init">

<l-- Conpile the java code from ${src} into ${build} -->
<javac srcdir="${src}" destdir="${build}"
classpath="../comdarw nsys-util.jar"/>
</target>

</ pr oj ect >

When you run Ant, it produces a reasonable amount of naotification as it goes, similar to make :

$ ant conpile

Bui l dfile: build.xmn

Project base dir set to: /honel/ian/javasrc/starting

Executing Target: init

Executing Target: conpile

Conmpiling 19 source files to /hone/ian/javasrc/starting/build
Perform ng a Modern Conpile

Copying 22 support files to /hone/ian/javasrc/starting/build
Conpl eted in 8 seconds

$

Make Versus Ant

Both make and Ant have advantages and disadvantages, detractors and
advocates. I'll try to stay neutral, though | admit | have been using make
for 15 years longer than I've been using Ant.

make files are shorter. No contest. make has its own language instead of
using XML, so it can be a lot more terse. make runs faster; it's written in
C.

Ant files can do more. The javac task in Ant, for example, automatically
finds all the *.java files in subdirectories. With make, a sub-make is
normally required. And the i ncl ude directive for subdirectories differs
between GNU make and BSD make.

Ant has special knowledge of CLASSPATH, making it easy to set a
CLASSPATH in various ways for compile time. See the CLASSPATH
setting in Example 1-1. You may have to duplicate this in other ways --
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shell scripts or batch files -- for manually running or testing your
application.

make is simpler to extend, but harder to do so portably. You can write a
one-line make rule for getting a CVS archive from a remote site, but you
may run into incompatibilities between GNU make, BSD make, etc.
There is a built-in Ant task for getting an archive from CVS using Ant; it
was written as a Java source file instead of just a series of command-line
commands.

make has been around much longer. There are millions (literally) more
make files than Ant files. Developers outside of Java have by and large
not heard of Ant; they almost all use make. Most non-Java open source
projects use make.

make is easier to start with. Ant's advantages make more sense on
larger projects. Yet of the two, only make has been used on the really
large projects. Telephone switch source code consists of hundreds of
thousands of source files containing tens or hundreds of millions of lines
of source code. make is used here. The use of Ant is growing steadily,
particularly now that most of the widely used Java IDEs (JBuilder, Visual
Age for Java, NetBeans Forte, and others), have interfaces to Ant. Most
Java open source projects use Ant.

make is included with most Unix and Unix-like systems and shipped with
many Windows IDEs. Ant is not included with any operating systems but
is included with many open source Java packages.

make has remained mostly compatible over its 20-year history. The Ant
developers are planning to break backward compatibility after only a
couple of years (in Version 2.0, due out later in 2001), though there is
another tool, Amber, that will provide compatibility with Ant in addition to
adding new features.

To sum up, make and Ant are both good tools. Use whichever one you
choose in your own projects, but be prepared to use both in code you
receive.

1.8.4 See Also

Make Versus Ant.

1.9 Running Applets

1.9.1 Problem
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You want to run an applet.

1.9.2 Solution

Write some HTML and point a browser at it.
1.9.3 Discussion

An applet is simply a Java class that extends | ava. appl et . Appl et , and in doing so inherits
the functionality it needs to be viewable inside a web page in a Java-enabled web browser.® All
that's necessary is an HTML page referring to the applet. This HTML page requires a minimum of
three attributes , or modifiers: the applet itself, and the width and height it needs on-screen, in
screen dots or pixels. This is not the place for me to teach you the syntax of HTML -- there is
some of that in Section 17.2 -- but I'll show my HTML applet template file. Many of the IDEs will
write a page like this for you if you use their "build new applet" wizards.

[ \ncludes Netscape, MS Explorer, Sun's HotJava demonstration browser, and others.

<HTM_>

<HEAD><TI| TLE>A Denonstrati on</ Tl TLE></ HEAD>

<BODY>

<H1>My TEMPLATE Appl et </ H1>

<APPLET CODE="CCC. cl ass" W DTH="200" HEI GHT="200">
</ APPLET>

</ BODY>

</ HTML>

You can probably intuit from this just about all you need to get started. For a little more detail, see

Section 17.2. Once you've created this file (replacing the CCC with the actual name of your
applet) and placed it in the same directory as the class file, you need only tell the browser to view
the HTML page, and the applet should be included in it.

All right, so the applet appeared and it even almost worked. Make a change to the Java source
and recompile. Click the browser's Reload button. Chances are you're still running the old

version! Browsers aren't very good at debugging applets. You can sometimes get around this by
holding down the Shift key while you click Reload. But to let you be sure, there is a program in the
JDK known as Appl et vi ewer , a kind of mini-browser. You need to give it the HTML file, just like
a regular browser. Sun's AppletViewer (shown in Figure 1-12 under MS-Windows) has an explicit
reload button that actually reloads the applet. And it has other features such as debugging hooks
and other information displays. It also has a View->Tag menu that lets you resize the window until
the applet looks best, and then you can copy and paste the tag -- including the adjusted WIDTH
and HEIGHT tags -- into a longer HTML document.

Figure 1-12. Sun JDK AppletViewer

Aml:l Viewer: Butl.. 9[=]E3

Apglet

Applat started.

The MacOS X runtime includes Apple's own implementation (shown in Figure 1-13), which is
more colorful but slightly less featureful -- I could not find the Reload item in its menu. It does,
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however, let you load a new HTML file by typing (or browsing), so you can get the same effect as
Reload just by clicking on the Open button again.

Figure 1-13. Apple MacOS X applet launcher

Appiet Launcher

&8 O 6 Appler Viewe. ..

Fan 1
A buttan

Thamks for pusking nry button!

Neither the Sun version nor the Apple version is a full applet runtime; features such as jumping to
a new document do not work. But it is a good tool for debugging applets. Learn to use the
AppletViewer that comes with your JDK or IDE.

1.9.4 See Also

The bad news about applets is that they either can't use features of newer Java versions or they
run into the dreaded browser-incompatibility issue. In Section 23.6, | show using the Java Plug-
in to get around this. In Section 23.12, | talk about Java Web Start, a relatively new technique
for distributing applications over the Web in a way similar to how applets are downloaded.

1.10 Dealing with Deprecation Warnings

1.10.1 Problem

Your code used to compile cleanly, but now gives deprecation warnings.

1.10.2 Solution

You must have blinked :-). Either live with the warnings -- live dangerously -- or revise your code
to eliminate the warnings.

1.10.3 Discussion

Each new release of Java includes a lot of powerful new functionality, but at a price: during the
evolution of this new stuff, Java's maintainers find some old stuff that wasn't done right and
shouldn't be used anymore because they can't really fix it. In building JDK 1.1, for example, they
realized that the j ava. uti | . Dat e class had some serious limitations with regard to
internationalization. Accordingly, many of the Dat e class methods and constructors are marked
"deprecated.” To deprecate something means, according to my Concise Oxford Dictionary of

Current English, to "express wish against or disapproval of." Java's developers are therefore
expressing a wish that you no longer do things the old way. Try compiling this code:

i nport java.util.Date;
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/** Denonstrate deprecation warning */
public class Deprec {

public static void main(String[] av) {
/'l Create a Date object for May 5, 1986
/1 EXPECT DEPRECATI ON WARNI NG
Date d = new Date(86, 04, 05); /1l NMay 5, 1986
Systemout.printin("Date is " + d);
}

What happened? When | compile it on Java 2, | get this warning:

C.\javasrc>j avac Deprec.java

Not e: Deprec.java uses or overrides a deprecated API. Reconpile with
"-deprecation" for details.
1 war ni ng

C.\javasrc>
So, we follow orders. Recompile with - depr ecat i on for details:

C.\javasrc>javac -deprecation Deprec.java
Deprec.java: 10: warning: constructor Date(int,int,int) in class
java.util.Date has
been deprecated
Date d = new Date(86, 04, 05); /1 May 5, 1986
N

1 war ni ng

C.\javasrc>

The warning is simple: the Dat e constructor that takes three integer arguments has been
deprecated. How do you fix it? The answer is, as in most questions of usage, to refer to the
Javadoc documentation for the class. In Java 2, the introduction to the Dat e page says, in part:

The class Dat e represents a specific instant in time, with millisecond precision.

Prior to JDK 1.1, the class Dat e had two additional functions. It allowed the
interpretation of dates as year, month, day, hour, minute, and second values. It
also allowed the formatting and parsing of date strings. Unfortunately, the API for
these functions was not amenable to internationalization. As of JDK 1.1, the

Cal endar class should be used to convert between dates and time fields and

the Dat eFor nat class should be used to format and parse date strings. The
corresponding methods in Dat e are deprecated.
And more specifically, in the description of the three-integer constructor, it says:

Date(int year, int nonth, int date)

Deprecated. As of JDK version 1.1, replaced by Cal endar . set (year + 1900,
nmont h, date) or G egori anCal endar (year + 1900, nont h, date).
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As a general rule, when something has been deprecated, you should not use it in any new code
and, when maintaining code, strive to eliminate the deprecation warnings. As we shall see in

Section 2.2, there is already at least one example of a deprecation warning method that has
altogether stopped working.

The main areas of deprecation warnings in the standard APl are Dat e (as mentioned), the JDK
1.0 event handling, and some methods -- a few of them important -- in the Thr ead class.

You can also deprecate your own code. Just put a doc comment with the @lepr ecat ed tag
immediately before the class or method you wish to deprecate. Using doc comments is described
in Section 23.3.

1.11 Conditional Debugging without #ifdef

1.11.1 Problem

You want conditional compilation and Java doesn't seem to provide it.

1.11.2 Solution

Use constants or command-line arguments, depending upon the goal.

1.11.3 Discussion

Some older languages such as C, PL/I, and C++ provide a feature known as conditional
compilation. Conditional compilation means that parts of the program can be included or excluded
at compile time based upon some condition. One thing it's often used for is to include or exclude
debugging print statements. When the program appears to be working, the developer is struck by
a fit of hubris and removes all the error checking :-). A more common rationale is that the
developer wants to make the finished program smaller -- a worthy goal -- or run faster by
removing conditional statements.

Although Java lacks any explicit conditional compilation, there is a kind of conditional compilation
implicit in the language. All Java compilers must do flow analysis to ensure that all paths to a
local variable's usage pass through a statement that assigns it a value first, that all returns from a
function pass out via someplace that provides a return value, and so on. Imagine what the
compiler will do when it finds an | f statement whose value is known to be false at compile time.
Why should it even generate code for the condition? True, you say, but how can the results of an
i f statement be known at compile time? Simple: through f i nal bool ean variables. Further, if
the value of the | f condition is known to be false, then the body of the i f statement should not
be emitted by the compiler either. Presto -- instant conditional compilation!

/'l 1fDef.java
final bool ean DEBUG = fal se;
Systemout.println("Hello, World ");
i f (DEBUG ({
Systemout.printin("Life is a voyage, not a destination");

}

Compilation of this program and examination of the resulting class file reveals that the string
"Hello" does appear, but the conditionally printed epigram does not. The entire pri nt | n has
been omitted from the class file. So Java does have its own conditional compilation mechanism.
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darian$ jr |fDef

jikes +E IfDef.java

java | f Def

Hel 1 o, World

darian$ strings IfDef.class | grep Life # not found!
darian$ javac |fDef.java # try another conpiler

darian$ strings IfDef.class | grep Life # still not found!
dari an$

What if we want to use debugging code similar to this, but have the condition applied at runtime?
We can use System properties (Section 2.3) to fetch a variable. Section 1.12 uses my

Debug class as example of a class whose entire behavior is controlled this way.

But this is as good a place as any to interject about another feature, inline code generation. The

C world has a language keyword i nl i ne, which is a hint to the compiler that the function
(method) is not needed outside the current source file. Therefore, when the C compiler is
generating machine code, a calltothe _ i nl i ne function can be replaced by the actual

method body, eliminating the overhead of pushing arguments onto a stack, passing control,
retrieving parameters, and returning values. In Java, making a method final enables the compiler
to know that it can be inlined, or emitted in line. This is an optional optimization that the compiler
is not obliged to perform, but may for efficiency.

1.12 Debugging Printouts

1.12.1 Problem

You want to have debugging statements left in your code to be enabled at runtime.

1.12.2 Solution

Use my Debug class.
1.12.3 Discussion

Instead of using the conditional compilation mechanism of Section 1.11, you may want to leave
your debugging statements in the code, but enable them only at runtime, when a problem
surfaces. This is a good technique for all but the most compute-intensive applications because
the overhead of a simple i f statement is not all that great. Let's combine the flexibility of runtime
checking with the simple i f statement to debug a hypothetical f et ch( ) method (part of
Fetch. j ava):

String name = "poent;
if (System getProperty("debug.fetch") !'= null) {
Systemerr.println("Fetching " + nanme);

}

val ue = fetch(nane),;

Then, we can compile and run this normally and the debugging statement will be omitted. But if
we run it with a - D argument to enable debug. f et ch, the printout will occur:

> java Fetch # See? No out put
> java -Ddebug.fetch Fetch
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Fet chi ng poem
>

Of course this kind of | f statement is tedious to write in large quantities, so | have encapsulated
it into a Debug class, which is part of my com darwi nsys. ut i | package. Debug. | ava
appears in full at the end of this chapter, in Section 1.19. My Debug class also provides the
string "debug". as part of the Syst em get Property( ) , so we can simplify the previous

Fet ch example as follows (code in FetchDebug.java):

String name = "poeni, val ue;
Fetch f = new Fetch( );

Debug. println("fetch", "Fetching
value = f.fetch(nanme);

+ nane);

Running it behaves identically to the original Fet ch:

> java Fet chDebug # agai n, no out put
> java -Ddebug. fetch Fet chDebug

Fet chi ng poem

>

1.13 Using a Debugger

1.13.1 Problem

That debugging printout code is still not enough.

1.13.2 Solution

Use a debugger.
1.13.3 Discussion

The JDK includes a command-line-based debugger, jdb, and there are any number of IDEs that
include their own debugging tools. If you've focused on one IDE, learn to use the debugger that it
provides. If you're a command-line junkie like me, you may want to learn at least the basic
operations of jdb.

Here is a buggy program. It has intentionally had bugs introduced so that you can see their
effects in a debugger.

/** This program exhibits some bugs, so we can use a debugger */
public class Buggy {
static String nane;

public static void main(String[] args) {
int n = name.length( ); /1 bug # 1

System out . println(n);

name += ": The end."; /'l bug #2



Syst em out

}

.println(nane); // #3

Here is a session using jdb to find these bugs:

i an> java Buggy

Exception in thread
Buggy. mai n( Conpi | ed Code)

at
i an> jdb Buggy
Initializing jdb..
0xb2: cl ass(Buggy)
> run
run Buggy
running ...
mai n[ 1]
Uncaught exception
at

"mai n" java.l ang. Nul | Poi nt er Excepti on

. java.lang. Nul | Poi nt er Excepti on

Buggy. mai n( Buggy.j ava: 6)

at sun.tool s.agent. Mai nThread. runMai n( Nati ve Met hod)
at sun.tool s.agent. Mai nThread. run( Mai nThr ead. j ava: 49)

mai n[ 1] |i st

2 public class Buggy {

3 static String nane;

4

5 public static void main(String[] args) {
6 => int n = nane.length( ); [// bug # 1
7

8 System out. println(n);

9

10 nanme += "; The end."; /'l bug #2
mai n[ 1] print Buggy. nane

Buggy. name = nul

mai n[ 1] help

** conmmand |ist **

t hreads [threadgro
thread <thread id>
suspend [thread id

resune [thread id(s)]

where [thread id]
wherei [thread id]
t hr eadgr oups

t hr eadgr oup <nane>

print <id> [id(s)]
dunp <id> [id(s)]

| ocal s
frame

cl asses
nmet hods <cl ass id>

stop in <class id>
a met hod

stop at <class id>

[ist threads

set default thread
suspend threads (default:
resune threads (default:
dunp a thread's stack
dunp a thread's stack, with pc info
list threadgroups

set current threadgroup

up]

(s)] all')

all)
| all
| all

print object or field
print all object information

print all local variables in current stack

list currently known cl asses
list a class's nethods

. <nmet hod>[ (argunent _type,...)] -- set a breakpoint in

:<line> -- set a breakpoint at a line



up [n franes] -- nmove up a thread's stack

down [ n franes] -- nmove down a thread' s stack

cl ear <class id>. <method>[(argunent_type,...)] -- clear a breakpoint
in a nmethod

clear <class id>: <line> -- clear a breakpoint at a line

step -- execute current line

step up -- execute until the current nethod returns
toits caller

st epi -- execute current instruction

next -- step one line (step OVER calls)

cont -- continue execution from breakpoi nt
catch <cl ass id> -- break for the specified exception
ignore <class id> -- ignore when the specified exception
[ist [line nunber|nmethod] -- print source code

use [source file path] -- display or change the source path
menory -- report nenory usage

gc -- free unused objects

| oad cl assnane -- load Java class to be debugged

run <class> [args] -- start execution of a |oaded Java cl ass
I -- repeat |ast conmand

help (or ?) -- list conmands

exit (or quit) -- exit debugger

mai n[ 1] exit

i an>

There are many other debuggers available; a look in the current Java magazines will inform you
of them. Many of them will work remotely, since the Java debugging API (that which the
debuggers use) is network-based.

1.14 Unit Testing: Avoid the Need for Debuggers

1.14.1 Problem

You don't want to have to debug your code.

1.14.2 Solution

Use unit testing to validate each class as you develop it.
1.14.3 Discussion

Stopping to use a debugger is time-consuming. Better to test beforehand. The methodology of
unit testing has been around for a long time, but has been overshadowed by newer
methodologies. Unit testing is a tried and true means of getting your code tested in small pieces.
Typically, in an OO language like Java, unit testing is applied to individual classes, in contrast to
"black box" testing where the entire application is tested.

| have long been an advocate of this very basic testing methodology. Indeed, developers of the
software methodology known as Extreme Programming (XP for short; see



http://www.extremeprogramming.org) advocate writing the unit tests before you write the
code, and also advocate running your tests almost every time you compile. This group of
extremists has some very well-known leaders, including Gamma and Beck of Design Patterns
fame. While | am not yet ready to unconditionally endorse all aspects of Extreme Programming, |
certainly go along with their advocacy of unit testing.

Indeed, many of my classes come with a "built-in" unit test. Classes that are not main programs in
their own right often include a mai n method that just tests out the functionality of the class. Here
is an example:

[** A sinple class used to denonstrate unit testing. */
public class Person {

protected String full Naneg;

protected String firstNanme, |astNaneg;

/** Construct a Person using his/her first+l ast nanes. */
public Person(String firstName, String |astNane) {
this.firstName = firstNane;
this.lastNane = | ast Nane;

}

/** Get the person's full name */
public String getFull Name( ) {
if (full Name !'= null)
return full Nanme;

return firstName + " " + | ast Nane;

}

/[** Sinple test program */
public static void main(String[] argv) {
Person p = new Person("lan", "Darw n");
String f = p.getFull Nanme( );
if (!f.equals("lan Darwi n"))
throw new ||| egal St at eExcepti on("Nanme concatenati on
br oken");
Systemout.println("Fullname " + f + " | ooks good");
}

}

What surprised me is that, before encountering XP, | used to think | did this often, but an actual

inspection of two projects indicated that only about a third of my classes had test cases, either
inside or externally. Clearly what is needed is a uniform methodology. That is provided by JUnit.

JUnit is a Java-centric methodology for providing test cases. You can freely download JUnit from
the obvious web site, http://www.junit.org. JUnit is a very simple but useful testing tool. It is
easy to use; you just write a test class that has a series of methods whose names begin with
t est . JUnit uses introspection (see Chapter 25) to find all these methods, and runs them for

you! There are extensions to JUnit for purposes as diverse as load testing and testing Enterprise
JavaBeans (EJB); there are links to these on the JUnit web site.

How do you get started using JUnit? All that's necessary is to write a test. Here | have excerpted
the test from my Per son class and placed it into a class Per sonTest . Note the obvious naming
pattern.

i mport junit.franmework. *;
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/** A sinple test case for Person */
public class PersonTest extends Test Case {

/** JUnit test classes require this constructor */
public PersonTest(String nane) {
super ( nanme) ;

}

public void test NaneConcat( ) {
Person p = new Person("lan", "Darw n");
String f = p.getFull Nanme( );
assert Equal s(f, "lan Darwi n");

}

}

To run it, | need only compile the test and invoke the test harness j uni t:

dar oad. darwi nsys. conf ji kes PersonTest.|ava
dar oad. darwi nsys. cont java junit.textui.TestRunner PersonTest

Time: 0.188
K (1 tests)

dar oad. darwi nsys. cont

The use of a full class name is a bit tedious, so | have a script named jtest that invokes this; | just

say jtest Person and it runs the previous command for me.

#! / bi n/ sh

exec java junit.textui.TestRunner ${1} Test
1.14.4 See Also

If you prefer flashier GUI output, there are several JUnit variants (built using Swing and AWT; see
Chapter 13) that will run the tests with a GUI.

JUnit offers classes for building comprehensive test suites and comes with considerable
documentation of its own; download the program from the web site listed earlier.

Also, for testing graphical components, | have developed a simple component tester; it is
described in Section 12.3.

Remember: Test early, test often!
1.15 Decompiling Java Class Files

1.15.1 Problem

You lost the source code.
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1.15.2 Solution

If you still have the class files, decompile them.

1.15.3 Discussion

Have you ever looked at a class file by accident? Open it in a text editor, for example, and you
might see this. You've never done this by accident, right? Sure, | believe you . . .

/\H/\@/\C/\@\@\@/\H/\@/\H/\@]/\H/\@/\H/\@/\H/\@/\H/\@/\H/\@/\H/\@/\H/\@//\H/\@//\H
/';:.::@I\H/\@/\H/\@/\H/\@;/\H/\@/\H/\@/\H/\@/\H/\@/\H/\@
’\-G\@AG\@E‘G\@AG\@)AG\@)AG\@IAG\@]AG

"GO . .. A EN T @ENC ¥

~@ V@@

~@\ @@

NCAC

@Y @B

/\@\[/\@:

There's no resemblance to the Java source file that you wrote and spent so long fussing over the
formatting of. What did it get you? Nothing here. The class file is a binary file that can't be
inspected easily. However, it is in a well-documented format, and there's the rub. Once a format
is known, files can be examined. One example of a Java program that examines other Java
programs is javap, which gives you the external view of a class file. I'll show you in Section 25.3
just how this part of javap works and how you can write your own tools that process other Java
classes. Meanwhile, this discussion is about decompilation. Let's suppose you have put some
meat through a meat grinder. It's been converted to zillions of little bits. It might, in fact, look a bit
like the class file seen here. Now suppose that unbeknownst to you, your paycheck fell into the
meat and went through the grinder. Ugh! But the real question is, can you put the paycheck back
together from the little pieces in the output? A related question is whether you can put a Java
source file back together from the little pieces in the class file.

The task seems impossible. The file appears inscrutable. How can it be un-ground? But computer
geeks like to work with files, and restoring structure to them is one part of that. When the
infamous Internet Worm struck in 1988, it was only a matter of hours before security experts had
taken the binary compiled program -- most OSes' equivalent of a class file -- and turned it back
into source code without any tools other than debuggers, dumps, and manuals. So it is possible
to take an object file and turn it back into some kind of source file. Now the ground-up paycheck,
if you find the pieces and tape it back together, will still have bumps (not to mention the smell of
salami or pastrami as appropriate). And a decompiled file will have one major bump: no
comments! All the comments will be gone. But hopefully you can get back something that will
take the place of your lost source file.

The first tool for reverse compilation of Java class files was called Mocha. Written by the late
HanPeter van Vliet of the Netherlands, this tool showed a generation of early Java hackers that it
was possible to decompile Java. Here is Hel | o\\or | d and its decompilation:

/**

* Your basic, mnimal, Hello World type programin Java.
*/

public class Hell oWwrld {
public static void main(String[] argv) {
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Systemout.println("Hello, World");

}
The result of compiling it and then decompiling it is:

/| * Deconpil ed by Mocha from Hel |l oworl d. cl ass */
/* Originally conpiled fromHell owrld.java */

i nport java.io.PrintStream

public class Hell oWwrld

{
public static void main(String astring[])
{
Systemout.printin("Hello, World");
}
public HelloWorld( )
{
}
}

Perhaps not as pretty, and with less of the abbreviation that is common practice in Java. The null

constructor for HelloWorld actually does exist in the compiled class (as you can verify by running
javap on it), so Mocha dutifully generates it.

Well, Mocha is OK, and the price is right -- it's free. However, | did mention that it's no longer
being maintained,; it reportedly has problems with some of the class file constructs generated by
current compilers. The O'Reilly web site for this book includes a link to Mocha.

A newer tool is Jad, written in C++. Jad is free but closed source (available in binary only); see
http://www.qgeocities.com/SiliconValley/Bridge/8617/jad.html. There are also several
commercial decompilers that keep abreast of the latest versions of Java; check one of the Java
resource sites or magazines for the ones that are currently available.

1.16 Preventing Others from Decompiling Your Java Files
1.16.1 Problem

But | don't want people to be able to decompile my Java programs!

1.16.2 Solution

Obfuscate them.

1.16.3 Discussion

It has been said that for any weapon there is a defense, and for any defense there is a weapon. If
the weapon is a decompiler, then the defense is something called an obf uscat or. An
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obfuscator takes your program and tries to make it obscure, so that decompilation either will not
work or will not be useful.

Because Mr. van Vliet, the late inventor of Mocha, did not release its source code, nobody else
can take it over and maintain it, as we don't have the source. Or do we? Of course! That's it! We'll
just run it through itself. Well, if you can download a copy, you can try it. But what you'll find is
that it doesn't work. The entire program has been obfuscated. Yes, Mr. van Vliet also wrote the

first Java obfuscator, partly in reaction to all the people who flamed him on the Net for releasing
Mocha. Due to his untimely death, his obfuscator is no longer available.

There are, of course, commercial obfuscation programs that will do some degree of obfuscation.
Some of them actually encrypt the file and use a custom class loader to decrypt it at runtime. |
suppose if you wanted to keep people from learning how your program worked, which you well
might for commercial or other reasons, you'd want to use one of these tools. Again, a Java
resource web site or a current Java developer's magazine would be the place to go for the latest
versions.

1.17 Getting Readable Tracebacks
1.17.1 Problem

You're getting an exception stack trace at runtime, but most of the important parts don't have line
numbers.

1.17.2 Solution

Disable JIT and run it again. Or use the current HotSpot runtime.
1.17.3 Discussion

When a Java program throws an exception, the exception propagates up the call stack until there
is a cat ch clause that matches it. If none is found, the Java interpreter program catches it and
prints a stack traceback showing all the method calls that got from the top of the program to the
place where the exception was thrown. You can print this traceback yourself in any catch clause:
the Thr owabl e class has several methods called pri nt St ackTrace( ).

The Just-In-Time (JIT) translation process consists of having the Java runtime convert part of

your compiled class file into machine language, so that it can run at full execution speed. This is a
necessary step for making Java programs run under interpretation and still be acceptably fast.
However, until recently its one drawback was that it generally lost the line numbers. Hence, when
your program died, you still got a stack traceback but it no longer showed the line numbers where
the error occurred. So we have the tradeoff of making the program run faster, but harder to

debug. The latest versions of Sun's Java runtime include the HotSpot Just-In-Time translator,
which doesn't have this problem.

If you're still using an older (or non-Sun) JIT, there is a way around this. If the program is getting
a stack traceback and you want to make it readable, you need only disable the JIT processing.
How you do this depends upon what release of Java you are using. In the JDK 1.2 (Java 2), you
need only set the environment variable JAVA_COMPILER to the value NONE, using the
appropriate set command.

C.\> set JAVA COWPI LER=NONE # DOS, MS-W ndows
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set env JAVA COWPI LER NONE # UNI X Csh
export JAVA COWVPI LER=NONE # UNI X Ksh, nodern sh

To make this permanent, you would set it in the appropriate configuration file on your system; on
Windows NT, you could also set this in the System Control Panel. You might well wish to make
this setting the default, since using the JIT does take longer for startup, in return for faster
execution. | ran JabaDex, my personal information manager application (see

http://www.darwinsys.com/jabadex/) six times, thrice with JIT and thrice without; the results

appear in Table 1-1.

Table 1-1. JIT and NOJIT timings

With JIT NOJIT
46 seconds 34 seconds
37 seconds 28 seconds
34 seconds 29 seconds
Average: 39 seconds Average: 30.3 seconds

As you can see, the average startup times are nearly 25% faster without JIT. Note that this
includes reading a 500-line file and scanning it; that part of the code would definitely benefit from
a JIT. Ideally we'd have selective control over JIT.

An easier way to disable JIT temporarily, and one that does not require changing the setting in
your configuration files or Control Panel, is the - D command-line option, which updates the
system properties. Just set| ava. conpi | er to NONE on the command line:

java -Djava. conpil er=NONE myapp

Note that the - D command-line option overrides the setting of the JAVA_COMPILER environment
variable.

On earlier releases, there was a command-line flag - noj i t, but this was discontinued in favor of
the more verbose - D option.

As mentioned, Sun's new HotSpot JIT -- included in many JDK 1.2 and JDK 1.3 releases --
generally provides tracebacks even with JIT mode enabled.

1.18 Finding More Java Source Code

1.18.1 Problem

You want even more Java code examples to look at.

1.18.2 Solution

Use The Source, Luke.

1.18.3 Discussion
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Java source code is everywhere. As mentioned in the Preface, all the code examples from this
book can be downloaded from the O'Reilly site (http://java.oreilly.com). What | didn't tell you,
but what you might have realized by extension, is that the source examples from all the O'Reilly
Java books are available there too: the Java Examples in a Nutshell book; the Java Swing book;
all of them.

Another valuable resource is the source code for the Java API. You may not have realized it, but
the source code for all the public parts of the Java API are included with each release of the Java
Development Kit. Want to know how | ava. uti| . ArrayLi st actually works? You have the
source code. Got a problem making a JTabl e behave? Sun's JDK includes the source for all the
public classes! Look for a file called src.zip or src.jar ; some versions unzip this and some do not.

If that's not enough, you can get the source for all of the JDK for free over the Internet just by
committing to the Sun Java Community Source License and downloading a large file. This
includes the source for the public and non-public parts of the API, as well as the compiler (written
in Java) and a large body of code written in "native" code ( C/C++): the runtime itself and the
interfaces to the native library. For example, | ava. i 0. Reader has a method called read( ) ,
which reads bytes of data from a file or network connection. This is written in C because it
actually calls the read( ) system call for Unix, MS-Windows, MacOS, Palm, BeOS, or
whatever. The JDK source kit includes the source of all this stuff.

And ever since the early days of Java, there have been a number of web sites set up to distribute
free-software or open source Java, just as with most other modern "evangelized" languages such
as Perl, Python, Tk/Tcl, and others. (In fact, if you need native code to deal with some oddball
filesystem mechanism in a portable way, beyond the material in Chapter 10 of this book, the
source code for the above-mentioned languages' runtime systems might be a good place to look.)

I'd like to mention several web sites of lasting value:

Gamelan has been around almost forever (in Java time). The URL
http://www.gamelan.com still worked the last | checked, but the site has been
(naturally) commercialized, and is now part of http://www.developer.com.

The Giant Java Tree is more recent, and is limited to code that is covered by the GNU
Public License. There is a great deal of source code stored there, all of which can be
freely downloaded. See http://www.gjt.org.

The CollabNet open source marketplace is not specific to Java, but offers a meeting
place for people who want open source code written and those willing to fund its
development. See http://www.collab.net.

SourceForge, also not specific to Java, offers free public hosting of open-sourced
projects. See http://www.sourceforge.com.

Finally, the author of this book maintains a small Java site at
http://www.darwinsys.com/java/, which may be of value. This is the prime spot to
obtain the JabaDex program, a longer (6,000-line) application that demonstrates some of
the principles and practices discussed in the book. There is also a listing of Java
resources and material related to this book.

As with all free software, please be sure that you understand the ramifications of the various
licensing schemes. Code covered by the GPL, for example, automatically transfers the GPL to
any code that uses even a small part of it. And even once looking at Sun's Java implementation
details (the licensed download mentioned previously) may prevent you from ever working on a
"clean-room" reimplementation of Java, the free-software Kaffe, or any commercial
implementation. Consult a lawyer. Your mileage may vary. Despite these caveats, the source
code is an invaluable resource to the person who wants to learn more Java.
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1.19 Program: Debug

Most of the chapters of this book will end with a "Program" recipe that illustrates some aspect of
the material covered in the chapter. Example 1-2 is the source code for the Debug utility
mentioned in Section 1.12.

Example 1-2. Debug.java

package com darw nsys. util;

[** Utilities for debuggi ng
*/
public class Debug {

[** Static nethod to see if a given category of debugging is
enabl ed.

* Enabl e by setting e.g., -Ddebug.fileio to debug file I/O
oper ati ons.

* Use |ike this:<BR>

* if (Debug.isEnabled("fileio"))<BR>

* Systemout.println("Starting to read file " + fileNane);

*/

public static bool ean i sEnabl ed(String category) {

return System getProperty("debug." + category) != null;

}

/** Static method to println a given nessage if the
* given category is enabled for debugging.
*/
public static void println(String category, String nsg) {
i f (isEnabled(category))
System out. println(nsg);
}
/[** Same thing but for non-String objects (think of the other
* formas an optim zation of this).
*/
public static void println(String category, Object stuff) {
println(category, stuff.toString( ));
}
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Chapter 2. Interacting with the Environment

2.1 Introduction

2.2 Getting Environment VVariables

2.3 System Properties

2.4 Writing JDK Release-Dependent Code

2.5 Writing Operating System-Dependent Code

2.6 Using CLASSPATH Effectively

2.7 Using Extensions or Other Packaged APIs

2.8 Parsing Command-Line Arguments

2.1 Introduction

This chapter describes how your Java program can deal with its immediate surroundings, what
we call the runtime environment . In one sense, everything you do in a Java program using
almost any Java API involves the environment. Here we focus more narrowly on things that
directly surround your program. Along the way we'll meet the Syst emclass, which knows a lot
about our system.

Two other runtime classes deserve brief mention. The first, | ava. | ang. Runt i ne, lies behind
many of the methods in the Syst emclass. Syst em exi t (), for example, just calls
Runt i me. exi t( ). This is technically part of "the environment," but the only time we use it

directly is to run other programs, which is covered in Section 26.2. The | ava. awt . Tool ki t
object is also part of the environment and is discussed in Chapter 12.

2.2 Getting Environment Variables

2.2.1 Problem

You want to get at environment variables from within your Java program.

2.2.2 Solution

Don't.

2.2.3 Discussion
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The seventh edition of Unix, released in 1979, had an exciting new feature known as environment
variables. Environment variables are in all modern Unix systems and in most later command-line
systems such as the DOS subsystem underlying MS-Windows, but are not in Macintosh
computers, Palm Pilots, SmartCards, or other Java environments. Environment variables are
commonly used for customizing an individual computer user's runtime environment, hence the
name. To take one example that will be familiar to most readers, on Unix or DOS the environment
variable PATH determines where the system will look for executable programs. So of course the
issue comes up: "How do | get at environment variables from my Java program?"

The answer is that you can do this in some versions of Java, but you shouldn't. Java is designed
to be a portable runtime environment. As such, you should not depend on operating system
features that don't exist on every single Java platform. | just mentioned several Java platforms
that don't have environment variables.

Oh, all right, if you insist. There is a st at i ¢ method called getenv( ) in class

java. |l ang. Syst em. Let's try it out. But remember, you made me do it. First, the code. All we
need is this line in a main program:

Systemout. println("System getenv(\"PATH\") = " +
System get env(" PATH"));

Let's try compiling it:

C.\javasrc>javac CetEnv.java

Note: GetEnv.java uses or overrides a deprecated API. Reconpile with -
deprecation

for details.

That message is seldom welcome news. We'll do as it says:

C.\javasrc>javac -deprecation GetEnv.java
Get Env. java: 9: Note: The method java.lang. String
getenv(java.lang. String) in class

java. |l ang. Syst em has been deprecat ed.
Systemout.println("System getenv(\"PATH\") =" +
System get env(" PATH"));

AN

Not e: Get Env.java uses or overrides a deprecated API. Please consult
t he

docunentation for a better alternative.

1 war ni ng

But it's only a warning, right? What the heck. Let's try running the program!

C:\javasrc>java GetEnv
Exception in thread "main" java.lang.Error: getenv no | onger supported,
use
properties and -D instead: PATH
at java.l ang. System getenv(System j ava: 602)
at Get Env. mai n( Get Env. j ava: 9)

Well, of all the non-backwards-compatible things! It used to work, in JDK 1.1, but it really and truly
doesn't work anymore in Java 2. | guess we'll just have to do what the error message tells us,
which is to learn about "properties and - D instead." In fact, that's our very next recipe.



2.3 System Properties

2.3.1 Problem

You need to get information from the system properties.
2.3.2 Solution

Use System get Property( ) or System get Properties( ).

2.3.3 Discussion

What is a property anyway? A property is just a name and value pair stored in a
java.uti!l.Properties object, which we'll discuss more fully in Section 7.8. So if | chose to,
| could store the following properties in a Pr operti es object called | an:

nanme=l an Darw n
favorite_popsicle=cherry
favorite_rock group=Fl eet wod Mac
favorite_programm ng_| anguage=Java
pencil col or=green

The Properti es class has several forms of its retrieval method. You could, for example, say
ian. get Property("pencil col or") and get back the string "green”. You can also provide a
default: say i an. get Property("pencil color", "black"), and if the property has not
been set you would get the default value "black".

For now, we're concerned with the Syst emclass and its role as keeper of the particular

Properti es object that controls and describes the Java runtime. The Syst emclass has a static
Properti es member whose content is the merger of operating system specifics (0s. nane, for
example), system and user tailoring (| ava. cl ass. pat h), and properties defined on the
command line (as we'll see in a moment). Note that the use of periods in these names (like
os.arch,os.versionandjava. cl ass. path,java. | ang. ver si on) makes it look as
though there is a hierarchical relationship similar to that for class names. The Pr operti es class,
however, imposes no such relationships: each key is just a string, and dots are not special.

To retrieve one system-provided property, use Syst em get Property( ). If you want them all,
use Syst em get Properties( ). Accordingly, if | wanted to find out if the Syst em
Properties had a property named "pencil color”, | could say:

String color = System getProperty("pencil color");

But what will that return? Surely Java isn't clever enough to know about everybody's favorite
pencil color? Right you are! But we can easily tell Java about our pencil color (or anything else we
want to tell it) using the - D argument.

The - D option argument is used to predefine a value in the system properties object. It must have
a name, an equals sign, and a value, which are parsed the same way as in a properties file (see
below). You can have more than one - D definition after your class name on the Java command.
On Unix or MS-Windows command-line mode, use this:
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java -D"pencil col or=Deep Sea Green" SysPropDeno

Using MRJ or an IDE, put the variable's name and value in the appropriate dialog box when
running the program. The SysPr opDenp program is short; its essence is this one line:

System get Properties( ).list(Systemout);
When run this way, the program prints around 50 lines, looking something like:

java. library.path=/usr/local/linux-jdkl.2/jrel/lib/i386/...
java.vm speci fication.vendor=Sun M crosystens |nc.

sun. i 0. uni code. encodi ng=Uni codeLittle

pencil col or=Deep Sea G een

file.encodi ng=ANSI _X3. 4-1968

j ava. specification.vendor=Sun M crosystens |nc.

user .| anguage=en

The program also has code to extract just one or a few properties, So you can say:

$ java SysPropDeno os. arch
os.arch = x86

2.3.4 See Also

The Javadoc page for | ava. uti | . Properti es lists the exact rules used in the | oad( )
method, as well as other details.

Section 7.8 lists more details on using and naming your own Properti es files.

2.4 Writing JDK Release-Dependent Code

2.4.1 Problem

You need to write code that depends on the JDK release.

2.4.2 Solution

Don't do this.
2.4.3 Discussion

Although Java is meant to be portable, there are some significant variations in Java runtimes.
Sometimes you need to work around a feature that may be missing in older runtimes, but want to
use it if it is