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Preface

This preface provides information I expect will be important for someone reading and
using this book. The first part introduces the book itself. The second talks about
Python. The third part contains other notes of various kinds.

Introduction

I would like to begin with some comments about this book, the field of bioinformatics,
and the kinds of people I think will find it useful.

About This Book

The purpose of this book is to show the reader how to use the Python programming
language to facilitate and automate the wide variety of data manipulation tasks en-
countered in life science research and development. It is designed to be accessible to
readers with a range of interests and backgrounds, both scientific and technical. It
emphasizes practical programming, using meaningful examples of useful code. In ad-
dition to meeting the needs of individual readers, it can also be used as a textbook for
a one-semester upper-level undergraduate or graduate-level course.

The book differs from traditional introductory programming texts in a variety of ways.
It does not attempt to detail every possible variation of the mechanisms it describes,
emphasizing instead the most frequently used. It offers an introduction to Python pro-
gramming that is more rapid and in some ways more superficial than what would be
found in a text devoted solely to Python or introductory programming. At the same
time, it includes some advanced features, techniques, and topics that are often omitted
from entry-level Python books. These are included because of their wide applicability
in bioinformatics programming, and they are used extensively in the book’s examples.

Python’s installation includes a large selection of optional components called
“modules.” Python books usually cover a small selection of the most generally useful
modules, and perhaps some others in less detail. Having bioinformatics
programming as this book’s target had some interesting effects on the choice of which
modules to discuss, and at what depth. The modules (or parts of modules) that are
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covered in this book are the ones that are most likely to be particularly valuable in
bioinformatics programming. In some cases the discussions are more substantial than
would be found in a generic Python book, and many of the modules covered here appear
in few other books. Chapter 6, in particular, describes a large number of narrowly
focused “utility” modules.

The remaining chapters focus on particular areas of programming technology: pattern
matching, processing structured text (HTML and XML), web programming (opening
web pages, programming HT TP requests, interacting with web servers, etc.), relational
databases (SQL), and structured graphics (Tk and SVG). They each introduce one or
two modules that are essential for working with these technologies, but the chapters
have a much larger scope than simply describing those modules.

Unlike many technical books, this one really should be read linearly. Even in the later
chapters, which deal extensively with particular kinds of programming work, examples
will often use material from an earlier chapter. In most places the text says that and
provides cross-references to earlier examples, so you’ll at least know when you’ve en-
countered something that depends on earlier material. If you do jump from one place
to another, these will provide a path back to what you’ve missed.

Each chapter ends with a special “Tips, Traps, and Tracebacks” section. The tips pro-
vide guidance for applying the concepts, mechanisms, and techniques discussed in the
chapter. In earlier chapters, many of the tips also provide advice and recommendations
for learning Python, using development tools, and organizing programs. The traps are
details, warnings, and clarifications regarding common sources of confusion or error
for Python programmers (especially new ones). You’ll soon learn what a traceback is;
for now it is enough to say that they are error messages likely to be encountered when
writing code based on the chapter’s material.

About Bioinformatics

Any title with the word “bioinformatics” in it is intrinsically ambiguous. There are (at
least) three quite different kinds of activities that fall within this term’s wide scope.
Both the nature of the work performed and the educational backgrounds and technical
talents of the people who perform these various activities differ significantly. The three
main areas of bioinformatics are:

Computational biology
Concerned with the development of algorithms for mining biological data and
modeling biological phenomena

Software development
Focused on writing software to implement computational biology algorithms,
visualize complex data, and support research and development activity, with par-
ticular attention to the challenges of organizing, searching, and manipulating
enormous quantities of biological data
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Life science research and development
Focused on the application of the tools and results provided by the other two areas
to probe the processes of life

This book is designed to teach you bioinformatics software development. There is no
computational biology here: no statistics, formulas, equations—not even explanations
of the algorithms that underlie commonly used informatics software. The book’s ex-
amples are all based on the kind of data life science researchers work with and what
they do with it.

The book focuses on practical data management and manipulation tasks. The term
“data” has a wide scope here, including not only the contents of databases but also the
contents of text files, web pages, and other information sources. Examples focus on
genomics, an area that, relative to others, is more mature and easier to introduce to
people new to the scientific content of bioinformatics, as well as dealing with data that
is more amenable to representation and manipulation in software. Also, and not inci-
dentally, it is the part of bioinformatics with which the author is most familiar.

About the Reader

This book assumes no prior programming experience. Its introduction to and use of
Python are completely self-contained. Even if you do have some programming experi-
ence, the nature of Python and the book’s presentation of technical matter won’t nec-
essarily relate directly to anything you’ve learned before: you too might find much to
explore here.

The book also assumes no particular knowledge of or experience in bioinformatics or
any of the scientific fields to which it relates. It uses real examples from real biological
data, and while nearly all of the topics should be familiar to anyone working in the
field, there’s nothing conceptually daunting about them. Fundamentally, the goal here
is to teach you how to write programs that manipulate data.

This book was written with several audiences in mind:

* Life scientists
* Life sciences students, both undergraduate and graduate
* Technical staff supporting life science research

* Software developers interested in the use of Python in the life sciences
To each of these groups, I offer an introductory message:

Scientists
Presumably you are reading this book because you’ve found yourself doing, or
wanting to do, some programming to support your work, but you lack the com-
puter science or software engineering background to do it as well as you’d like.
The book’s introduction to Python programming is straightforward, and its
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examples are drawn from bioinformatics. You should find the book readable even
if you are just curious about programming and don’t plan to do any yourself.

Students
This book could serve as a textbook for a one-semester course in bioinformatics
programming or an equivalent independent study effort. If you are majoring in a
life science, the technical competence you can gain from this book will enable you
to make significant contributions to the projects in which you participate. If you
are majoring in computer science or software engineering but are intrigued by
bioinformatics, this book will give you an opportunity to apply your technical
education in that field. In any case, nothing in the book should be intimidating to
any student with a basic background either in one of the life sciences or in
computing.

Technical staff
You’re probably already doing some work managing and manipulating data in
support of life science research and development, and you may be accustomed to
writing small scripts and performing system maintenance tasks. Perhaps you’re
frustrated by the limits of your knowledge of computing techniques. Regardless,
you have developed an interest in the science and technology of bioinformatics.
You want to learn more about those fields and develop your skills in working with
biological data. Whatever your training and responsibilities, you should find this
book both approachable and helpful.

Programmers

Bioinformatics software differs from most other software in important, though
hard to pin down, ways. Python also differs from other programming languages in
ways that you will probably find intriguing. This book moves quickly into signifi-
cant technical material—it does not follow the pattern of a traditional kind of
“Programming in...” or “Learning...” or “Introduction to...” book. Though it
makes no attempt to provide a bioinformatics primer, the book includes sufficient
examples and explanations to intrigue programmers curious about the field and
its unusual software needs.

I would like to point out to computer scientists and experienced soft-
ware developers who may read this book that some very particular
choices were made for the purposes of presentation to its intended au-
dience. At the risk of sounding arrogant, I assure you that these are
backed by deep theoretical knowledge, extensive experience, and a full
awareness of alternatives. These choices were made with the intention
of simplifying technical vocabulary and presenting as clear and uniform
a view of Python programming as possible. They also were based on the
assumption that most people making use of what they learn in this book
will not move on to more advanced programming or large-scale software
development.
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Some things that will appear strange to anyone with significant programming experi-
ence are in reality true to a pure “Pythonic” approach. It is delightful to have the
opportunity to write in this vocabulary without the need to accommodate more tradi-
tional terminology.

The most significant example of this is that the word “variable” is never used in the
context of assignment statements or function calls. Python does not assign values to
variables in the way that traditional “values in a box” languages do. Instead, like some
of the languages that influenced its design, what Python does is assign names to values.
The assignment statement should be read from left to right as assigning a name to an
existing value. This is a very real distinction that goes beyond the ways languages such
as Java and C++ refer to objects through pointer-valued variables.

Another aspect of the book’s heavily Pythonic approach is its routine use of compre-
hensions. Approached by someone familiar with other languages, these can appear
quite mysterious. For someone learning Python as a first language, though, they can
be more natural and easier to use than the corresponding combinations of assignments,
tests, and loops or iterations.

Python

This section introduces the Python language and gives instructions for installing and
running Python on your machine.

Some Context

There are many kinds of programming languages, with different purposes, styles, in-
tended uses, etc. Professional programmers often spend large portions of their careers
working with a single language, or perhaps a few similar ones. As a result, they are often
unaware of the many ways and levels at which programming languages can differ. For
educational and professional development purposes, it can be extremely valuable for
programmers to encounter languages that are fundamentally different from the ones
with which they are familiar.

The effects of such an encounter are similar to learning a foreign human language from
a different culture or language family. Learning Portuguese when you know Spanish is
not much of a mental stretch. Learning Russian when you are a native English speaker
is. Similarly, learning Java is quite easy for experienced C++ programmers, but learning
Lisp, Smalltalk, ML, or Perl would be a completely different experience.

Broadly speaking, programming languages embody combinations of four paradigms.
Some were designed with the intention of staying within the bounds of just one, or
perhaps two. Others mix multiple paradigms, although in these cases one is usually
dominant. The paradigms are:
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Procedural
This is the traditional kind of programming language in which computation is
described as a series of steps to be executed by the computer, along with a few
mechanisms for branching, repetition, and subroutine calling. It dates back to the
earliest days of computing and is still a core aspect of most modern languages,
including those designed for other paradigms.

Declarative
Declarative programming is based on statements of facts and logical deduction
systems that derive further facts from those. The primary embodiment of the logic
programming paradigm is Prolog, a language used fairly widely in Artificial Intel-
ligence (Al) research and applications starting in the 1980s. As a purely logic-based
language, Prolog expresses computation as a series of predicate calculus assertions,
in effect creating a puzzle for the system to solve.

Functional
In a purely functional language, all computation is expressed as function calls. In
a truly pure language there aren’t even any variable assignments, just function
parameters. Lisp was the earliest functional programming language, dating back
to 1958. Its name is an acronym for “LISt Processing language,” a reference to the
kind of data structure on which it is based.

Lisp became the dominant language of Al in the 1960s and still plays a major role
in Al research and applications. The language has evolved substantially from its
early beginnings and spawned many implementations and dialects, although most
of these disappeared as hardware platforms and operating systems became more
standardized in the 1980s.

A huge standardization effort combining ideas from several major dialects and a
great many extensions, including a complete object-oriented (see below) compo-
nent, was undertaken in the late 1980s. This effort resulted in the now-dominant
CommonlLisp.” Two important dialects with long histories and extensive current
use are Scheme and Emacs Lisp, the scripting language for the Emacs editor. Other
functional programming languages in current use are ML and Haskell.

Object-oriented
Object-oriented programming was invented in the late 1960s, developed in the
research community in the 1970s, and incorporated into languages that spread
widely into both academic and commercial environments in the 1980s (primarily
Smalltalk, Objective-C, and C++). In the 1990s this paradigm became a key part
of modern software development approaches. Smalltalk and Lisp continued to be
used, C++ became dominant, and Java was introduced. Mac OS X, though built
on a Unix-like kernel, uses Objective-C for upper layers of the system, especially
the user interface, as do applications built for Mac OS X. JavaScript, used primarily
to program web browser actions, is another object-oriented language. Once a

* See http://www.lispworks.com/documentation/HyperSpec/Body/01_ab.htm.
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radical innovation, object-oriented programming is today very much a mainstream
paradigm.

Another dimension that distinguishes programming languages is their primary inten-
ded use. There have been languages focused on string matching, languages designed
for embedded devices, languages meant to be easy to learn, languages built for efficient
execution, languages designed for portability, languages that could be used interac-
tively, languages based largely on list data structures, and many other kinds.

Language designers, whether consciously or not, make choices in these and other
dimensions. Subsequent evolutions of their languages are subject to market forces,
intellectual trends, hardware developments, and so on. These influences may help a
language mature and reach a wider audience. They may also steer the language in
directions somewhat different from those originally intended.

The Python Language

Simply put, Python is a beautiful language. It is effective for everything from teaching
new programmers to advanced computer science study, from simple scripts to sophis-
ticated advanced applications. It has always had some purchase in bioinformatics, and
in recent years its popularity has been increasing rapidly. One goal of this book is to
help significantly expand Python’s use for bioinformatics programming.

Python features a syntax in which the ends of statements are marked only by the end
of a line, and statements that form part of a compound statement are indented relative
to the lines of code that introduce them. The semicolons or keywords that end state-
ments and the braces that group statements in other languages are entirely absent.

Programmers familiar with “standard syntax” languages often find Python’s unclut-
tered syntax deeply disconcerting. New programmers have no such problem, and for
them, this simple and readable syntax is far easier to deal with than the visually arcane
constructions using punctuation (with the attendant compilation errors that must be
confronted). Traditional programmers should reconsider Python’s syntax after per-
forming this experiment:

1. Open a file containing some well-formatted code.

2. Delete all semicolons, braces, and terminal keywords such as end, endif, etc.

3. Look at the result.
To the human eye, the simplified code is easier to read—and it looks an awful lot like
Python. It turns out that the semicolons, terminal keywords, and braces are primarily
for the benefit of the compiler. They are not really necessary for human writers and

readers of program code. Python frees the programmer from the drudgery of serving
as a compiler assistant.

Python is an interesting and powerful language with respect to computing paradigms.
Its skeleton is procedural, and it has been significantly influenced by functional
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programming, but it has evolved into a fundamentally object-oriented language. (There
is no declarative programming component—of the four paradigms, declarative pro-
gramming is the one least amenable to fitting together with another.) Few, if any, other
languages provide a blend like this as seamlessly and elegantly as does Python.

Installing Python

This book uses Python 3, the language’s first non-backward-compatible release. With
a few minor changes, noted where applicable, Python 2.x will work for most of the
book’s examples. There are a few notes about Python 2 in Chapters 1, 3, and 5; they
are there not just to help you if you find yourself using Python 2 for some work, but
also for when you read Python 2 code. The major exception is that print was a statement
in Python 2 but is now a function, allowing for more flexibility. Also, Python 3 reor-
ganized and renamed some of its library modules and their contents, so using Python
2.x with examples that demonstrate the use of certain modules would involve more
than a few minor changes.

Determing Which Version of Python Is Installed

Some version of Python 2 is probably installed on your computer, unless you are using
Windows. Typing the following into a command-line window (using % as an example
of a command-line prompt) will tell you which version of Python is installed as the
program called python:

% python -V
The name of the executable for Python 3 may be python3 instead of just python. You
can type this:

% python3 -V
to see if that is the case.

If you are running Python in an integrated development environment—in particular
IDLE, which is part of the Python installation—type the following at the prompt
(>>>) of its interactive shell window to get information about its version:

>>> from sys import version
>>> version

If this shows a version earlier than 3, look for another version of the IDE on your
computer, or install one that uses Python 3. (The Python installation process installs
the GUI-based IDLE for whatever version of Python is being installed.)

The current release of Python can be downloaded from http://python.org/download.
Installers are available for OS X and Windows. With most distributions of Linux, you
should be able to install Python through the usual package mechanisms. (Get help from
someone who knows how to do that if you don’t.) You can also download the source,
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unpack the archive, and, following the steps in the “Build Instructions” section of the
README file it contains, configure, “make,” and install the software.

If you are installing Python from its source code, you may need to
download, configure, make, and install several libraries that Python uses
if available. At the end of the “make” process, a list of missing optional

libraries is printed. It is not necessary to obtain all the libraries. The ones
you’ll want to have are:

* curses

e gdbm

e sqlitesf
e Tcl/Tk#

* readline

All of these should be available through standard package installers.

Running Python
You can start Python in one of two ways:

1. Type python3 on the command line.$

2. Run an IDE. Python comes with one called IDLE, which is sufficient for the work
you’ll do in this book and is a good place to start even if you eventually decide to
move on to a more sophisticated IDE.

The term Unix in this book refers to all flavors thereof, including Linux and Mac
OS X. The term command line refers to where you type commands to a “shell”’—in
particular, a Unix shell such as tcsh or bash or a Windows command window—as
opposed to typing to the Python interpreter. The term interpreter may refer to either
the interpreter running in a shell, the “Python Shell” window in IDLE, or the corre-
sponding window in whatever other development environment you might be using.

T You can find precompiled binaries for most platforms at http://sqlite.org/download.html.
T See http://www.activestate.com/activetcl.

§ On 0S X, a command-line shell is obtained by running the Terminal application, found in the Utilities folder
in the Applications folder. On most versions of Windows, a “Command Prompt” window can be opened
either by selecting Run from the Start menu and typing cmd or by selecting Accessories from the Start menu,
then the Command Prompt entry of that menu. You may also find an Open Command Line Here entry when
you right-click on a folder in a Windows Explorer window; this is perhaps the best way to start a command-
line Python interpreter in Windows because it starts Python with the selected folder as the current directory.
You may have to change your path settings to include the directory that contains the Python executable file.
On a Unix-based